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# Задание на лабораторную работу

Напишите программу, которая формирует бинарное дерево поиска, выводит построенное дерево на экран и подсчитывает сумму элементов из всех листьев дерева. Данные могут вводиться с клавиатуры, из файла или генерироваться с помощью генератора случайных чисел. Выбор способа данных выполняется во время работы программы.

Для реализации АТД “Дерево” используйте динамическое распределение памяти. Перед завершением работы программы освободить занимаемую динамическую память. Для этого используйте поэлементное удаление элементов динамической структуры данных.

# Алгоритм решения задачи

1. Инициализируем дерево;
2. Запрашиваем у пользователя режим работы;
3. Если пользователь выбрал случайные значения, то заполняем дерево случайными значениями; Если выбрал чтение с файла: Открываем файл; Заносим данные в дерево; Если выбрал ввод с клавиатуры, то запрашиваем количество чисел; Заносим числа в дерево;
4. Считаем сумму листков при помощи симметричного обхода;
5. Выводим дерево;
6. Очищаем память;

# Листинг программы

**Для main.cpp:**

#include <iostream>

#include <string>

#include <fstream>

#include <Windows.h>

#include <ctime>

#include "MyTree.h"

using namespace std;

using namespace MyTask;

MyTree\* RandomData()

{

MyTree\* tree = new MyTree;

for (int i = 0; i < 20; i++)

{

(\*tree).insert\_tree(&(\*tree).root, (rand() % 100), (\*tree).root);

}

return tree;

}

MyTree\* InputData()

{

MyTree\* tree = new MyTree;

int in = 0;

int size = 0;

cout << "\n\tВвыедите кол-во элементов: ";

cin >> size;

cout << "\n\tВвыедите элементы: \n";

for (int i = 0; i < size; i++)

{

cin >> in;

(\*tree).insert\_tree(&(\*tree).root, in, (\*tree).root);

}

return tree;

}

MyTree\* fileData()

{

MyTree\* tree = new MyTree;

int integer = 0;

ifstream in;

in.open("f.txt");

while (in >> integer)

{

(\*tree).insert\_tree(&(\*tree).root, integer, (\*tree).root);

}

return tree;

}

int main()

{

setlocale(0, "");

srand(time(NULL));

cout << "Выберите режим:\n\t1: Рандом\n\t2: Ввод в консоли\n\t3: Чтение с файла\nВаш выбор: ";

\_\_int16 mode = 0;

cin >> mode;

MyTree\* tree;

switch (mode)

{

case 1:

tree = RandomData();

break;

case 2:

tree = InputData();

break;

case 3:

tree = fileData();

break;

default:

cout << "Некорректный ввод";

exit(EXIT\_FAILURE);

break;

}

cout << "\n\nДерево:\n";

tree->travel\_tree\_print\_boring(tree->root);

cout << endl;

cout << "Сумма листьев: " << tree->travel\_tree\_sum(tree->root) << endl;

cout << endl;

system("pause");

return 0;

}

**Для MyTree.cpp:**

#include <iostream>

#include <Windows.h>

#include "MyTree.h"

using namespace std;

using namespace MyTask;

//Инициализация

MyTree::MyTree()

{

root = NULL;

}

//Очитка памяти

MyTree::~MyTree()

{

travel\_tree\_clear(root);

}

//Поиск элемента

MyTree::Tree\* MyTree::search\_tree(Tree\* node, int info)

{

//Если узел пуст - прекращаем обход

if (!node)

return NULL;

//Если нашли нужные данные - возвращаем узел

if (node->item == info)

return node;

//Если нужный элемент меньше текущего - идём в левую ветвь иначе - в правую

if (info < node->item)

return(search\_tree(node->left, info));

else

return(search\_tree(node->right, info));

}

//Обход дерева(Вычсиление суммы листьев)

int MyTree::travel\_tree\_sum(Tree\* node)

{

if (node)

{

int sum = 0;

if ((!node->left) && (!node->right))

sum += node->item;

sum += travel\_tree\_sum(node->left);

sum += travel\_tree\_sum(node->right);

return sum;

}

return 0;

}

//Обход дерева(Вывод в консоль)

void MyTree::travel\_tree\_print\_boring(Tree\* node, int level)

{

if (node)

{

if ((node->left))

travel\_tree\_print\_boring(node->left, level + 1);

if (node != root)

{

for (int i = 0; i < level; i++)

{

cout << "\t";

}

}

cout << node->item;

cout << "\n";

if (node->right)

{

travel\_tree\_print\_boring(node->right, level + 1);

}

}

}

//Обход дерева(Очистка памяти)

void MyTree::travel\_tree\_clear(Tree\* node)

{

if (node)

{

travel\_tree\_clear(node->left);

travel\_tree\_clear(node->right);

node->left = NULL;

node->right = NULL;

node->parent = NULL;

node->item = 0;

delete[] node;

}

}

//Получение максимального элемента

MyTree::Tree\* MyTree::max\_of\_tree(Tree\* node)

{

Tree\* max;

if (!node)

return NULL;

max = node;

while (max->right)

max = max->right;

return max;

}

//Получение минимального элемента

MyTree::Tree\* MyTree::min\_of\_tree(Tree\* node)

{

Tree\* min;

if (!node)

return NULL;

min = node;

while (min->left)

min = min->left;

return min;

}

//Вставка

void MyTree::insert\_tree(Tree\*\* node, int info, Tree\* parent)

{

Tree\* timeNode;

if (!(\*node))

{

timeNode = new Tree;

timeNode->item = info;

timeNode->left = timeNode->right = NULL;

timeNode->parent = parent;

\*node = timeNode;

if (!parent)

root = \*node;

return;

}

if (info < (\*node)->item)

insert\_tree(&((\*node)->left), info, \*node);

else

if (info != (\*node)->item)

insert\_tree(&((\*node)->right), info, \*node);

}

//Удаление

void MyTree::remove\_tree(Tree\* node)

{

if (node->left == node->right == NULL)

{

if (node->parent->left == node)

{

node->parent->left = NULL;

}

else

{

node->parent->right = NULL;

}

node->item = 0;

node->left = NULL;

node->right = NULL;

delete[] node;

return;

}

Tree\* pOne = node->left;

Tree\* pTwo = node;

while (pOne)

{

pOne = pOne->right;

pTwo = pOne;

}

if (node->parent->left == node)

{

node->parent->left = pTwo;

}

else

{

node->parent->right = pTwo;

}

node->item = 0;

node->left = NULL;

node->right = NULL;

delete[] node;

return;

}

**Для MyTree.h:**

namespace MyTask

{

class MyTree

{

public:

//Структура

struct Tree

{

int item;

Tree\* parent;

Tree\* left;

Tree\* right;

};

//Корень

Tree\* root;

//Инициализация

MyTree();

//Очитка памяти

~MyTree();

//Поиск элемента

Tree\* search\_tree(Tree\* node, int info);

//Обход дерева(Вычсиление суммы листьев)

int travel\_tree\_sum(Tree\* node);

//Обход дерева(Вывод в консоль)

void travel\_tree\_print\_boring(Tree\* node, int level = 0);

//Обход дерева(Очистка памяти)

void travel\_tree\_clear(Tree\* node);

//Получение максимального элемента

Tree\* max\_of\_tree(Tree\* node);

//Получение минимального элемента

Tree\* min\_of\_tree(Tree\* node);

//Вставка

void insert\_tree(Tree\*\* node, int info, Tree\* parent);

//Удаление

void remove\_tree(Tree\* node);

};

}

# Пример решения

На рисунке 4.1 можно увидеть пример результата программы в 3 режиме. Вывод состоит из выведенного дерева и результата суммы его листьев.

![](data:image/png;base64,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)

Рисунок 4.1 - Результат выполнения программы

На рисунке 4.2 можно увидеть входные данные файла.
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Рисунок 4.2 - Входные данные

# Вывод

 Я изучил как устроен АТД “Дерево”, его основные методы, так же как с ними работать.